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Our intention in this note is not to provide a listing of the many features of the Ciao system [13,12,2]: this can be found in part for example in the brochures announcing upcoming versions, in the Ciao website, or in more feature-oriented descriptions such as [10]). Instead in this document we would like to describe the objectives and reasoning followed in our design as well as the fundamental characteristics that in our opinion make Ciao quite unique and hopefully really useful to you as a Ciao user.

Prolog? Yes! – “more and less.” When you start the Ciao top level and load a standard Prolog program you experience Ciao as a modern Prolog system. And Ciao is certainly a high-quality, high-performance, fully featured, public domain (and widely used!) implementation of Prolog. So, if you were looking for a truly great Prolog you came to the right place!

But Ciao is also much, much more than a Prolog system. It essentially represents our best effort at designing and implementing what we believe a truly “next-generation,” multi-paradigm programming language and program development environment should be.

You may ask then, “If that is your intention, why even bother to support Prolog? All other “next-generation” logic programming systems decided to depart from Prolog and give up on running Prolog programs!” The answer is because, first, as Ciao shows, Prolog can be supported without giving up on having also a truly next-generation system (we explain how below). And second, because supporting Prolog is clearly of practical interest: it is an industry standard and it is the principal logic language taught to students, so there is considerable expertise available in its builtins and intricacies. And Prolog also implements a quite interesting set of design choices, worth having available.

The key issue here is that Ciao supports Prolog through libraries. This means that the Prolog features (such as all the builtins or even the depth-first search) are not bolted into the language but rather are options that can be loaded or not into a given module at will. The basic substrate of Ciao is in fact a simple, horn clause-based pure kernel language. But this substrate (and the whole system) is designed to be easily and highly extensible via a mechanism called “packages” [5]. This mechanism allows adding new syntax to the language and giving new semantics to this syntax. Most importantly, different extensions can be made active in different modules. Using this mechanism, a set of Ciao packages effectively implements all the functionality of the highest-quality, modern Prolog systems. This set of packages is loaded by default when a Prolog module is read in. Also, the top level starts in this mode. So, yes, you get a truly great Prolog system, and this is quite sufficient for many of Ciao’s users.

Logic programming beyond Prolog... But the “building block” nature of the Ciao system allows us to provide a logic programming system that goes well beyond Prolog. In particular one
can easily set up for example a given module (or all modules) to not load any of Prolog’s builtins, and thus have a pure logic language. One can then load for example a declarative I/O library instead of the Prolog I/O. Furthermore, it is not even necessary to stay within the depth-first, left-to-right execution regime of Prolog: by loading different packages several computation rules (breadth-first, iterative deepening, Andorra model, etc.) are supported. These have shown useful in applications and also very specially when teaching logic programming. In our experience it is cumbersome to make the first introductory lectures to logic programming using Prolog since the particular (albeit often practically useful) quirks and the subsequent non-termination of Prolog get in the way of teaching the fundamental concepts of logic programming. We have found that it makes perfect sense to start with a purer logic language, with better termination and fairness characteristics, and the Ciao breadth-first modes have proved quite useful for this (see http://www.cliplab.org/logalg for the slides of our course based on this approach). Once the beauty of pure logic programming is experienced the student is then introduced to the practical and powerful choices made in the design of Prolog, as later to topics and functionality beyond Prolog, such as those outlined below (all within Ciao!).

Packages and more packages... Indeed, a large number of additional packages provide language extensions for several types of constraint programming (clpq, clpr, finite domains, ...), higher-order logic programming (with predicate abstractions), feature terms (records), persistence, answer set programming, etc. Other libraries also support WWW programming, sockets, many external interfaces, etc. The open design of the language facilitates the development of extensions and in fact many of these packages have been contributed by users. Thus, Ciao is not only a language and programming environment but also a language building toolkit.

No point in getting locked in a single programming paradigm... In fact, the extensibility of the kernel language also means that Ciao is a truly multiparadigm programming system incorporating many of the best features of other programming paradigms outside logic and constraint programming. In particular, the system allows defining functions, including higher-order (function abstractions) and (optionally) lazy evaluation, as well as using functional syntax for both functions and predicates. It also supports object-oriented programming, concurrency (with concurrent built-in database), distributed execution (agents), and parallel execution. Again, all of these are provided as libraries and can be activated or deactivated on a per-module basis. As an example, this allows us to teach everything from pure LP, through Prolog, constraints, functional programming, higher order, concurrency, and even some aspects of object-oriented programming using a single system.

Assertions (types, modes, cost, ...): yes, but optional! Many modern languages (such as say, Mercury or Haskell) require users to provide type and/or mode declarations for procedures or impose other related requirements such as having to define explicitly all types used or all procedures having to be “well-typed.” One argument in favor of such declarations and restrictions is that they can be useful to clarify interfaces and meanings, and in general to make large programs more maintainable and well documented, facilitating “programming in the large”.

We certainly agree with this! But at the same time we also wanted Ciao to be useful (as, say, Prolog or Scheme) for “programming in the small,” i.e., for prototyping, developing simple scripts, teaching, or simply experimenting while trying to find a solution to a problem, ... and for this we feel type and mode declarations and other related restrictions simply get in the way.
Fortunately, we came up with a very good solution to this apparent conundrum: Ciao does include a very rich assertion language which allows expressing a wide variety of properties (including types, modes, determinacy, non-failure, cost, ...), but in Ciao these assertions are optional. This solution has allowed us to design Ciao to be very useful both for programming in the small and in the large. We believe that Ciao’s unique solution to the issue of assertions combines effectively the advantages of the strongly typed and untyped language approaches, bringing the best of both worlds to the programmer.

**Program Documentation, Static Debugging, and Verification:** One of the most useful features of the assertions used in Ciao is that they are designed to serve many purposes. First, any assertions present in programs can be processed by an autodocumenter (lpdoc [11]) in order to generate useful documentation. Also, such assertions are analyzed interactively during program development by a preprocessor (ciaopp [3,14,15]) which can find sophisticated bugs statically, verify that the program complies with the assertions, or even generate automatically proofs of correctness that can be shipped with programs and checked easily at the receiving end (using the proof/abstraction carrying code approach [1]). Even if a program contains no assertions, Ciao checks the uses that programs make of libraries (which do contain assertions) thus catching additional bugs at compile time. If the system cannot prove nor disprove some property at compile time, it can (optionally again) introduce a run-time check for it in the executable.

Interestingly, the technology that allows the system to cope with assertions not being present for all predicates also allows dealing with much more complex properties (beyond for example simple types and modes) in a safe way. As a result, for example, the programmer has the possibility of stating assertions about the efficiency of the program (lower and/or upper bounds on the computational cost of procedures) which the system will try to verify or falsify, thus performing automatic debugging and validation of the performance of programs! And many other interesting properties of the predicates and literals of the program can be handled such as data structure shape (including pointer sharing), bounds on data structure sizes, and other operational variable instantiation properties, as well as procedure-level properties such as determinacy, termination, non-failure, and bounds on the consumption of user-defined resources. Assertions also allow programmers to describe modules that are written in other languages (or are not yet written). Finally, the compiler reports the results of analysis also using the assertion language.

**Very high performance of course, but with less effort:** The second potential benefit of strongly typed languages is performance: the compiler can generate more efficient code with the additional type and mode information that the user provides. Performance is a good thing, of course, but we do not find it good high-level language design to put the burden of efficient compilation on the user by requiring the presence of many program declarations: the compiler should instead do the work of inferring such program properties. This is again the approach taken in Ciao: when assertions are not present in the program, Ciao’s analyzers infer them. The objective is again to achieve the best of both worlds: with no assertions or analysis the Ciao compiler (ciaoc [6]) generates code which is highly competitive in speed and size with the best untyped systems (e.g., with the best commercial or academic Prolog systems). And then, when useful information is present (either coming from the user or inferred by the system analyzers) the (experimental) compiler produces code that is very competitive with that coming from strongly-typed systems.

The information inferred by the global analyzers can be used to perform source-level code optimizations, including multiple abstract specialization, partial evaluation, dead code removal, goal
reordering, parallelization with granularity control, reduction of concurrency / dynamic scheduling, low-level optimization, etc. [15].

**Versatile, Incremental Compiler and Abstract Machine:** Several types of executables can be built easily. In addition to the traditional Prolog top-level, the system offers support for the use of Ciao as a scripting language, for compilation to multiarchitecture bytecode executables, and for compilation to single-architecture, standalone executables. Multiple platforms are supported, including Windows, Linux, Mac Os X, and many other Un*x-based OSs. Optimizing compilation to native code (via C) is in a mature state [9] and will be part of the standard distribution in the near future.

A comparatively simple, but optimized abstract machine supports the kernel language. It includes native support for attributed variables and for threading primitives, and a synchronization-enabled shared database [8].

**Other support for programming in the small and in the large:** In addition to the handling of assertions programming in the large is further supported by a robust module/class system. This novel design [5] enables modular program development, effective global program analysis, modular static debugging, and module-based automatic incremental compilation and optimization. The compiler performs automatically such incremental modular compilation (i.e., incrementality is achieved without any need to define “makefiles”).

Programming in the small is additionally supported by having significantly reduced size executables, which include only those builtins and libraries used by the program, a fully interactive environment with seamlessly integrated interpreter, compiler, and source debugger, and by other features such as supporting Prolog scripts.

**An Advanced Program Development Environment:** another design objective of Ciao has been to provide a truly comfortable program development environment that allows developing correct and efficient programs in as little time and with as little effort as possible. This includes a rich graphical development interface, based on the latest, graphical versions of Emacs (offering menu and widget-based interfaces with direct access to the top-level/debugger, preprocessor, and autodocumenter) as well as an embeddable source-level debugger with breakpoints, and several execution visualization tools. The environment provides also automated access to the documentation, extensive syntax highlighting, auto-completion, or auto-location of errors in the source, and is highly customizable. **Automatic Documentation Generation:** the assertions and directives present in the program and libraries, as well as all other program information available to the compiler, are used to generate automatically program documentation (including types, modes, machine-readable comments, etc.) by means of the Ciao autodocumenter [11]. A plugin with very similar functionality is also available for the Eclipse environment.

**Rich interfaces to other systems and languages:** programs often need to interact with other components. Ciao offers multiple bidirectional foreign interfaces to C (with automatic generation of glue code), Java, TclTk, SQL databases (with a notion of predicate persistence), etc.

**Support for Concurrency, Parallelism, and Distributed Execution:** Ciao includes concurrency, parallelism, and distributed execution capabilities [4]. The notion of “active module” (or active object) allows compiling modules in such a way that they are ultimately mapped to a standalone process, which is transparently accessed by the rest of the application. In addition, the system also offers a full-fledged library for developing WWW-based applications [7].
Free Availability: Ciao is free software protected to remain so by the GNU LGPL license. It can be used freely to develop both free and commercial applications.

Finally, the system includes a large set of libraries.

But why is it called Ciao? After reading the previous paragraphs the sharp reader may have already seen the logic behind the “Ciao Prolog” phrase. Ciao is an interesting word which is used both to say hello and goodbye. Ciao intends to be a truly excellent, high-performance, and freely available ISO-Prolog system which can be used as a classical Prolog, in both academic and industrial environments (and, in particular, to introduce users to Prolog and to constraint and logic programming – the hello Prolog part). But Ciao is also a new-generation, multiparadigm programming language and sophisticated program development environment which goes well beyond Prolog and other classical logic programming languages – the goodbye Prolog part. And it has the advantage (when compared to other modern systems) that it does so while keeping full Prolog compatibility when desired.

Probing Further

The reader is encouraged to explore the system, its documentation, and the tutorial papers that have been published on it. We are currently working on the new 1.14 system version which includes significant enhancements with respect to the previous version (1.10), including integration of the preprocessor and autodocumernter into the Ciao development tree as a single package (previously they had to be downloaded and installed separately). This version is available already on demand from the Ciao subversion repository.

Contact / download info:

http://www.ciaohome.org
http://www.cliplab.org
ciao@clip.dia.fi.upm.es

The Ciao Development Team
Technical U. of Madrid, Spain
U. of New Mexico, USA
U. Complutense de Madrid, Spain
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Most of these and other papers and technical reports related to Ciao can be obtained from the Clip lab main WWW server, http://www.ciaohome.org/.