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WebODE is a scalable workbench for ontological engineering that eases the design, development, and management of ontologies and includes middleware services to aid in the integration of ontologies into real-world applications. WebODE presents a framework to integrate new ontology-based tools and services, where developers only worry about the new logic they want to provide on top of the knowledge stored in their ontologies.

In the last decade, several tools for ontology development have been developed: OLLIE (Bechhofer et al. 2001), ONTOEDIT (Sure et al. 2002), ONTOLINGUA (Farquhar, Fikes, and Rice 1997), ONTOSAURUS (Swartout et al. 1997), PROTEGE-2000 (Noy, Fergerson, and Musen 2000), WebODE (Corcho et al. 2002), WEBONTO (Domingue 1998), and so on. Comparative studies of some of these tools appeared in Duineveld et al. (1999).

These tools can be used for a great range of activities in the ontology development process, such as ontology design, browsing and implementation, ontology importation, ontology merge and alignment, and ontology-based resource annotation. However, only ONTOEDIT, PROTEGE-2000, and WebODE give integrated support to most of the activities of the ontology development process, and only ONTOEDIT and WebODE give support to an ontology-building methodology (ONTOKNOWLEDGE [Sure and Studer 2002] and METHONTOLOGY [Fernández-López et al. 1999], respectively).

Moreover, most of the tools have usually been built as isolated, independent tools that are incapable of interoperating. Consequently, ontologies owned by different organizations, built using different tools and implemented in different languages, are difficult to exchange between ontology platforms. The need for studies of tools interoperability is being addressed by the Special Interest Group on Enterprise-Standard Ontology Environments of the European Information Society Technology thematic network ONTOWeb (IST-2000-29243).

Taking into account the functions currently provided by available tools and other interesting functions that could be added on top of them, we propose the need for an integrated ontological engineering workbench (Corcho et al. 2002) supporting three main groups of activities (figure 1):

First are ontology development and management activities that for ontology development include ontology edition, browsing, learning, merge, alignment, translation, and evaluation and for ontology management include ontology configuration management and evolution and documentation.

Second are ontology middleware services that allow the easy use and integration of ontology-based technology into existing and future information systems, such as services for ontology library administration and access and ontology upgrading, querying, and metrics.

Third are ontology-based application development suites that provide multiple means for the rapid development and integration of ontology-based applications. Ideally, they will be the last step toward a real integration of ontologies into enterprise information systems.

In the context of this framework, WebODE has been developed as a scalable ontological engineering workbench that gives support to most of the ontology development and management activities presented in figure 1. WebODE also includes middleware services to aid in the integration of ontologies into real-world
applications as well as rapid development tools for building ontology-based web portals (ODES£W and ontology-based knowledge management applications (ODEKRM). Finally, WEBODE was created to provide technological support to METHONTOLOGY (Fernández-López et al. 1999), a methodology for ontology construction. Nevertheless, this fact does not prevent it from being used based on other methodologies or no methodological approach at all.

The next sections describe the architecture and knowledge model of the WEBODE workbench. Then we present the most important features of the WEBODE ontology editor, and we describe how to use WEBODE ontologies in ontology-based applications.

### WEBODE Architecture

WEBODE is built completely with JAVAs waiting, and it is designed according to an n-tier architecture, partitioned into three independent layers: (1) front ends (presentation), (2) middle (business logic), and (3) back ends (database management).

Current WEBODE front ends, such as the ontology editor, ODEKRM, and ODES£W, are implemented with HTML and JAVA applets. Because the communication between clients and the middle layer is carried out with HTTP, front ends can also use web service technologies such as SOAP and WSDL.

The middle tier is based on an application server, which makes it easy to create and add new services. The application server improves
WEBODE’s flexibility, scalability, and integration with third-party solutions and includes basic functions of authentication, log, administration, thread management, scheduling, backup, and database access. WEBODE’s current services are shown in figure 2. The most important service is the WEBODE ontology access application programming interface (API) (ODE API), which allows accessing ontologies in the workbench. As shown in the figure, the ODE service relies on other services for ontology caching (improving access time to ontology components), consistency checking, and axiom checking. A wide range of services for importing and exporting ontologies are available, as we describe in the next section, and some other services rely on them. For example, WEBPICKER wraps web resources and converts them into ontologies and relies on the XML import service. WEBODE’s inference engine uses ontologies exported in PROLOG, and ODECLEAN uses the WEBODE’s inference engine. Another service available is ODEMERGE, which merges ontologies.

WEBODE ontologies can be stored in any relational database with JDBC database connectivity (JDBC) support (WEBODE has been tested with ORACLE and MySQL). This back end optimizes database connections by connection pooling and provides transparent fault-tolerance capabilities. In addition, its physical model is tuned for maximum performance.

WEBODE’s Knowledge Model

Ontologies in WEBODE are conceptualized with a very expressive knowledge model (Corcho et al. 2002), which is based on the reference set of intermediate representations of METHONTOLOGY (Fernández-López et al. 1999). The following ontology components are included in WEBODE’s knowledge model: concepts and their attributes (both instance and class attributes); concept groups, which represent sets of disjoint concepts; concept taxonomies and disjoint and exhaustive class decompositions; ad hoc binary relations between concepts, which can be characterized by rela-
tion properties (symmetry, transitivity, and so on); constants; formal axioms, expressed in first-order logic; rules; and instances of concepts and relations. Bibliographic references, synonyms, and acronyms can be attached to any of the aforementioned ontology components.

The WebODE knowledge model also allows referring to terms from other ontologies (imported terms), which are identified by means of uniform resource identifiers (URIs).

WebODE instances are defined inside instance sets, which allows creating different instantiations for the same ontology that are independent from each other. For example, if we have created an ontology about books and libraries, we can instantiate it in different instance sets, one for each library that is using the ontology.

**WebODE Ontology Editor**

The WebODE ontology editor is a web application that allows the collaborative construction of ontologies at the knowledge level. In this section, we present WebODE's ontology edition functions, its ontology documentation options, its import and export facilities, its consistency-checking functions, its inference engine, and its ontology evaluation functions.

**Ontology Edition**

The user interface of the WebODE ontology editor is divided into three main parts: (1) HTML forms to edit all ontology components except formal axioms and rules; (2) OntoDesigner to graphically edit concepts, relations, and concept taxonomies; and (3) the WebODE axiom builder (wab) to edit formal axioms and rules. Although the HTML user interface and OntoDes-
SIGNER allows creating lightweight ontologies, and WAB allows adding axioms and rules to convert them into heavyweight ontologies (Studer, Benjamins, and Fensel 1998).

Figure 3 shows a screenshot of the HTML interface. It is creating an instance attribute of the concept travel. There are three main components of this user interface: (1) browsing area, (2) clipboard, and (3) edition area.

The browsing area is used to navigate the whole ontology, including operations to create new terms and modify or delete existing terms.

The clipboard is used to easily copy and paste information between forms.

The edition area presents forms to insert, delete, and update ontology terms (concept, attribute, relation, and so on) and tables with existing ones. For example, figure 3 shows four attributes of the concept travel that have already been attached to it—(1) arrival date, (2) company name, (3) departure date, and (4) single fare—and a form to create a new attribute for this concept.

ONTODESIGNER is a graphical user interface (GUI) used to build concept taxonomies with the following set of predefined relations: subclass-of, disjoint decompositions and exhaustive partitions, and transitive and nontransitive part-of relationships. Ad hoc relations between concepts can also be created with this interface. Figure 4 shows a screenshot of ONTODESIGNER editing an ontology on the domain of traveling.

With ONTODESIGNER, users can create different views of an ontology to highlight or customize distinct parts of its concept taxonomy, relations between concepts, and so on. Moreover, users can decide at any time whether to show or hide different kinds of relations (either predefined or ad hoc), in the sense of a graphic prune. This feature helps in the manual evaluation of the relations contained in an ontology.

WAB is a graphic editor that allows creating first-order logic axioms and rules. Figure 5 shows an axiom in WAB that states that "trains that depart from Europe must arrive in Europe." The buttons below the text box help with writing logical expressions with quantifiers and logical connectives, and the dropdown lists below them allow the easy inclusion of ontology concepts, their attributes and ad hoc relations, and constants.

Once an axiom is completely written in the text box, it is parsed and transformed into Horn clauses through a skolemization process.
If it is not possible to transform the axiom into Horn clauses, WAB warns the user. These Horn clauses are then transformed into PROLOG using primitives defined in the open knowledge base connectivity (OKBC) protocol (Chaudhri et al. 1997) so that they can be used by the PROLOG inference engine attached to WebODE.

Rules are created similarly. They are composed of an antecedent and a consequent, and concepts, attributes, relations, and constants can easily be included in the rule by means of drop-down lists. Figure 6 shows WAB creating a rule that states that “trips by ship that depart from Europe are handled by the company CostaCruises.” As with formal axioms, rules are also transformed into Horn clauses and then to OKBC-based PROLOG rules.

Ontology Documentation
WebODE ontologies are automatically documented in different formats, such as the already mentioned METHONTOLOGY’s intermediate representations, HTML, and XML. The whole ontology, or parts of it (specific views or instance sets), can be selected for this documentation.

Figure 7 presents the concept dictionary of an ontology in the traveling domain, including all its concepts, their class and instance attributes, instances, and ad hoc binary relations. It also presents a sample result of the HTML documentation service, showing the ontology concepts, the concept taxonomy (the subclass relationship between concepts is represented by indentation), the concept attributes, and ad hoc binary relations (with their name and their destination concept).

Ontology Import and Export Services
The WebODE ontology editor provides translation services for the following ontology languages—XCARIN, FLOGIC, RDF(S), OIL, DAML+OIL, and OWL—and translation services from XCARIN, RDF(S), DAML+OIL, and OWL. Taking into account that the WebODE knowledge model is very expressive, we are able to provide high-quality translations that preserve most of the original information contained in the ontology and take advantage of most of the modeling characteristics of the target languages.

WebODE ontologies can also be exported and imported from XML, following a well-defined document-type definition (DTD) that uses the same knowledge representation vocabulary that is used to express its knowledge model.

It can also export ontologies into other languages that are not specifically designed for im-
plementing ontologies, such as PROLOG, JAVA, and JESS.

Ontology Consistency Checking
When building ontologies with the WEBODE ontology editor, their consistency is checked. The ontology editor checks type constraints, numeric value constraints, cardinality constraints, and concept taxonomy consistency (that is, common instances of disjoint concepts, loops in the concept taxonomy, and so on). These consistency-checking functions are invoked either from the HTML interface or ONTODESIGNER.

Built-In Inference Engine
The WEBODE ontology editor includes a built-in OKBC-based inference engine, which is based on a subset of the primitives identified in that protocol (Chaudhri et al. 1997). This inference engine is implemented in CIAO PROLOG and can be used to query information about the ontologies and detect more types of inconsistencies with the axioms created with war.

Ontology Evaluation
The WEBODE ontology editor gives support to the ONTOCLEAN method (Guarino and Welty 2002) by means of the ODECLEAN service (Fernández-López and Gómez-Pérez 2002). This evaluation service uses the WEBODE inference engine and can be switched on and off so that WEBODE users can decide whether to use it to clean their concept taxonomies according to the notions of rigidity, identity, and unity that are used by this method.

Figure 8 shows ONTODESIGNER cleaning the concept taxonomy of a travel ontology with ODECLEAN. The symbols that appear in the lower part of each concept represent that a concept is rigid (+R), is nonrigid (-R), is antirigid (-R), has unity (+I), and so on. The symbols given in parentheses are typically used in the method. After applying these metaproperties to the concepts, the user can evaluate the concept taxonomy, and the errors in the taxonomy appear in a separate window and are highlighted in the graph.

How to Use WEBODE Ontologies
Ontologies built with the WEBODE ontology editor or imported into the workbench can be used by ontology-based applications in many different ways:

Ontologies can be accessed and modified
<table>
<thead>
<tr>
<th>Concepts Dictionary for Travel Ontology</th>
</tr>
</thead>
<tbody>
<tr>
<td><strong>Concept Name</strong></td>
</tr>
<tr>
<td>AA7462</td>
</tr>
<tr>
<td>American Airlines flight</td>
</tr>
<tr>
<td>British Airways flight</td>
</tr>
<tr>
<td>Five stars hotel</td>
</tr>
<tr>
<td>Flight</td>
</tr>
<tr>
<td>Location</td>
</tr>
<tr>
<td>Lodging</td>
</tr>
<tr>
<td></td>
</tr>
<tr>
<td></td>
</tr>
<tr>
<td>Travel</td>
</tr>
<tr>
<td></td>
</tr>
<tr>
<td>Travel package</td>
</tr>
<tr>
<td></td>
</tr>
<tr>
<td>Two stars hotel</td>
</tr>
</tbody>
</table>

Figure 7. Different Types of Documentation of the WebODE Ontology Editor.

with the WebODE ontology access API (ODE API in figure 2). Ontology-based applications can be built as services on top of the same application server as WebODE or can access WebODE ontologies remotely with remote method invocation (RMI) or web services.

Ontologies can be exported to XML so that the ontology-based application accesses and modifies the XML file obtained. If the ontologies are modified, they can later be imported into the WebODE workbench if needed.

Ontologies can be exported to several ontology languages (XCARIN, FLOGIC, RDF(s), OIL, DAML + OIL, and others), as presented in the previous section. Specific APIs and inference engines developed by third parties for these languages can be used to access, modify, and reason with these ontologies. For example, if an ontology is transformed into RDF(s), there are several parsers and inference engines that could be used, such as JENA, the ICS-FORTH RDFSuite (Sesame), and RedLand. With DAML + OIL ontologies, we can use JENA, FACT, RACER, and so on.

Ontologies can be exported to Prolog and used by the WebODE's OKEC-based Prolog inference engine. We can also use them with other Prolog programs, and integrate them into ontology-based applications that use these Prolog programs.

Ontologies can be exported to JAVA. Each ontology concept is transformed into a JAVA class, each attribute is transformed into a variable, each ad hoc relation is transformed into a class association, and so on. This JAVA code can be compiled and used in other JAVA applications.

Conclusions

In this article, we presented the WebODE ontological engineering workbench and its main contributions to the ontology area, which are summarized as follows:

WebODE gives integrated technological support to several activities of the ontology development process, usually supported by other independent tools that do not interoperate. WebODE gives support to ontology edition, ontology translation, ontology merge, ontology evaluation, and ontology documentation.

WebODE ontology developers do not need to worry about building ontologies directly in an ontology language because WebODE ontologies are automatically translated into many
implementation languages. Moreover, first-order logic axioms and rules can easily be created with WAB.

WEBODE has been built to support an ontology development methodology—METHONTOLOGY—but it does not prevent WebODE from being used in the context of other methodologies for ontology development or without any specific methodological approach. It also provides a service that gives support to the ONTOCLEAN method for ontology evaluation.

WEBODE ontologies can be used in ontology-based applications in many different ways: (1) using its Java API directly, (2) using with RMI or web services from remote applications, (3) using XMI files, (4) exporting and importing ontologies in different ontology languages from and into the workbench, (5) exporting ontologies to general languages such as PROLOG or JESS, and (5) exporting ontologies to Java.

The WebODE workbench was built and tested in the context of the following projects, where we also developed several ontologies:

In the Spanish Comisión Intermínisterial de Ciencia y Tecnología (CICYT) project on Methodology for Knowledge Management (TIC-980741), we built ontologies that modeled institutions and developed the core services of the workbench as well as the ODEKRM application.

In the Spanish CICYT project CONTENTWeb (TIC2001-2745), we created WEPICKER to perform ontology learning from electronic-commerce (e-commerce) standards for product and service classification (UNSPSC, ROSETANET, and E-Catalogs). We also built ontologies in the domain of leisure activities.

In the UPM project Environment Ontology (UPM-AM-9819), we built ontologies in the domain of chemistry—elements and environmental ions—and integrated them with existing ontologies, such as the ONTOLINGUA ontology STANDARD UNITS.

In MBO (ontologies for cataloging business services), we merged heterogeneous electronic catalogs in the domain of office furniture.
Useful URLs

Ontology Tools
OntoEdit: www.ontoprise.de/products/ontoeedit
ONTOLINGUA: ontolingua.stanford.edu
ONTOSAUrus: www.isi.edu/isi/ontosaurus.html
PROTEGE-2000: protege.stanford.edu/
WEBODE: webode.dia.fi.upm.es/
WEBONTO: km.open.ac.uk/projects/webonto/

WEBODE Applications
ODESEW: webode.dia.fi.upm.es/sew/index.html
ONTOROADMAP: webode.dia.fi.upm.es/ontoweb/wp1/
ONTOROADMap/index.html
ODEK: forgy.dia.fi.upm.es/km/login.html
MBEEM: www.mkbem.com/
OntoWeb Special Interest Group on Enterprise-Standard Ontology Environments: delicias.dia.fi.upm.es/ontoweb/
sig-tools/index.html

Ontology Markup Languages
RDF(S): www.w3.org/RDF/
OIL: www.ontoknowledge.org/oil/
DAML+OIL: www.daml.org/language/
OWL: www.w3.org/TR/owl-ref/

The WEBODE workbench has been used to develop ontologies and ontology-based applications in the following projects:

In the European project Multilingual Knowledge-Based European Electronic Marketplace (MBEEM) (IST-1999-10589), we built and reengineered business-to-business (B2B) and business-to-consumer (B2C) ontologies. These ontologies have been used in an e-commerce platform using the XCARIN translator.

In the European thematic network ONTOWEB (IST-2000-29243), we built the ONTOROADMAP application, which uses the WEBODE API to access the ontologies and allows users to register, browse, and search ontologies, methodologies, tools, and languages for building ontologies as well as ontology-based applications.

In the European project Esperonto (IST-2001-34373), we built ODESEW, which is an ontology-based web portal that automatically creates an intranet and an extranet from WEBODE ontologies. In this project, ODESEW is being used with ontologies that model a research and development project, including organizations and people participating in the project, documentation, work packages, and so on.

Finally, and also in the context of the European project Esperonto (IST-2001-34373), we are creating more middleware services and more ontology development and management services, such as ontology configuration management and evolution capabilities, ontology upgrading, semantic annotation services, ontology learning, and more integrated ontology reasoning services. We are laying the foundation for a more complete implementation of the workbench presented in the first section.
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