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The main purpose of this work is to describe the case of an online Java Programming course for engineering students to learn computer programming and to practice other non-technical abilities: online training, self-assessment, teamwork and use of foreign languages. It is important that students develop confidence and competence in these skills, which will be required later in their professional tasks and/or in other engineering courses (life-long learning). Furthermore, this paper presents the pedagogical methodology, the results drawn from this experience and an objective performance comparison with another conventional (face-to-face) Java course.
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1. Introduction

Restructuring of the new curricula and syllabus in the European Higher Education Area (EHEA) is forcing a change of the teaching-learning methodologies in order to focus the promotion of the student independent work and the professional competences acquisition without dismiss to strengthen the student trucking by the academic staff [1–3]. Since the birth of the Web, many educational organizations have developed online versions of academic courses [4–5]. Many authors report on the use of different web-based systems and methodologies to help not only in online courses but also in traditional ones [6–8]. These organizations try to make the most of the web advantages, specially, the spatial and temporal flexibility and the multimedia and interactive contents. Some authors emphasize that online students will improve their lifelong learning skills, because online courses force students to think about their own learning pace and knowledge absorption [9–10]. Other authors criticize that online courses demands digital literacy, complicate other academic activities (i.e. teamwork, students tracking and evaluation. . .) and students need to be able to self-regulate their learning and possibly give themselves a learning goal to achieve [11–13]. Despite the challenges and drawbacks nowadays many universities have some kind of OpenCourseWare (OCW) and/or Massive Online Open Course (MOOC) initiatives [14–16].

The main purpose of this work is to describe the case of an online Java programming course for engineering students to learn computer programming and to practice other non-technical abilities: online training, teamwork skills and use of foreign languages in learning. It is important that students develop confidence and competence in these skills, which will be required later in their professional tasks and/or in other engineering courses (life-long learning). Furthermore, this paper presents the pedagogical methodology, the results drawn from this experience and a performance comparison with another conventional (face-to-face) Java course.

Several years ago, the teaching style for engineering courses (including programming course) was fairly traditional, with lectures and laboratory work [17]. Currently, new information and communications technologies can be used as a support to the traditional instructional methods. They can become an interactive learning system helping students to learn the basic concepts of engineering subjects. In computer programming, their interactive nature allows the large group of students not only to study the material and see programming code examples, but also to cooperative work for software development and to edit, compile and run programs, and to evaluate their level of learning.

In this case, a new methodology is used in a Java programming elective and online course with about 30 engineering students per term at the Escuela Técnica Superior de Ingenieros Industriales of the Universidad Politécnica de Madrid (ETSII-UPM) since 2005. There are no face-to-face lectures and online contents, e-contact (email and forums), workgroups and self-assessment appears as key activities to encourage the students to connect actively in Java basics by “doing”. In this way, these activities results contribute (100%) to the course grading, so these marks are meant not only to motivate but also to assess. Due to the course origin (a European R+D project) English language was used by teachers and students until 2010 for course contents and communication.
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At present, AulaWeb is used as a support to the traditional instructional methods [18]. It can become an interactive learning system helping students to learn the basic concepts of computer programming. Its interactive nature allows the large group of students of Computer Science courses not only to study the material and see programming code examples, but also to edit, compile and run programs written in Java, and to evaluate their level of learning. AulaWeb is a WWW-based interactive e-learning system which assists students/teachers to learn/teach courses. The system helps students to learn the course content, to deliver practice exercises and to do self-assessment exercises and, furthermore, provides teachers with the possibility of publishing content, creating and configuring exercises and tracking student learning progress. Students and teachers only need a computer connected to the Internet and a WWW browser in order to take advantage of all the application functions. The system architecture, the graphic user interface design and an on-line help system eases user interaction with the system [19].

2. Teaching-learning methodology

Java Programming is a 4.5-credit online course with about 30 students from different European countries per academic year. The main objective entails that students should develop confidence and competence in basic Java programming techniques. There are no face-to-face lectures neither a traditional final exam so the course emphases are on online contents study, teamwork and innovative problem solving (project-based ‘learning by doing’ and self-assessment). The implementation of these activities taking into account the three main features in the Bologna Process: (a) anything that involves a student effort should be measured, (b) student feedback should be continuous and (c) the monitoring of the activities should consider the evolution of the course [20–21].

The content of the Java online course is organized as a set of documents, structured into several chapters or modules of the course syllabus in SCORM format [22–23] (Fig. 1). The advantages of these resources are that they provide content at the appropriate level in a well-structured form with consistent nomenclature and include appropriate learning aids such as example problems, objectives, figures, tables, and homework problems at a variety of levels of difficulty. These documents include theoretical explanations, problems, exercises, exams, book references, external link images, diagrams as well as software tools and source programs, which can be edited, compiled and executed by the corresponding programming environment. This course documentation and contents can also be found on the UPM OpenCourseWare project website [24]. In addition a paperback version with the complete Java Programming course contents is available at the ETSII-UPM library [25].

A course open discussion forum is also implemented in AulaWeb. This activity can facilitate the interchange of ideas among teachers and students, who can publish news and express their own ideas, doubts and comments, and ask or answer questions posed by other students or by the tutor. Moreover,
some ideas and suggestions, obtained through these forums, were useful to identify topics which required a more detailed and clearer description, or to add new exercises to those courses which were particularly difficult to understand. The student participation in the forum gives the 20% of the course grading. In addition teachers and students can establish complementary communication through the e-mail service.

More than 200 Java code questions have been generated and stored in the courses database. These questions includes a multi-programming IDE simulator interface [26] that integrates a Borland-type text editor, a set of on-line compilers and an automatic test generator for logical checking and debugging (Fig. 2). These questions are used to set up a new self-assessment test after the corresponding chapter. The student can interrupt and postpone the end of the exercise at any time in order to revise the required knowledge. After that, the student can carry on with the exercise. Students have only one attempt per exercise, so they cannot improve their score by repeating the exercise but they can use any book, bibliographic material or reference to solve the questions. When finishing the exercise, the system allows the student the possibility of checking his exercise and comparing his/her answers to the correct solutions. Solution of the test provides the user’s level at that moment and updates the values in the database. Evaluation of the exercise is, therefore, automatic, and the student and his/her teacher can access the results of the self-assessment activities. In order to encourage the students, the exercise results contribute (30%) to the course grading, so these marks are meant not only to motivate but also to assess. Therefore, the system allows the teacher to track the student’s progress during the course since there are no face-to-face lectures.

A final mini-project teamwork is set up to be delivered at the end of the academic period. The AulaWeb cooperative module makes easy not only the publishing of the homework wording by the tutors but also the delivery of the corresponding report by the groups of students. In this case the students are distributed into heterogeneous groups of three students by the teacher. Each team must include students of different characteristics (age, gender and/or specialty) and at least one Erasmus foreign student. Each group has to design and implement an original software development project. Firstly they have to get in touch with the rest the students in the group and then they have to agree on the scope of the software. Students creativity is specifically appreciated in this activity phase. Each group should self-manage to plan the design and implementation of the software project. Before starting the development, all teams must check with the teacher the scope of the program. When

![Fig. 2. A Java code question in the student interface in AulaWeb self-assessment system.](image-url)
finished, the whole application code must be sent to the cooperative module of AulaWeb for evaluation. Group problem solving both in and out of class is a good teaching method since the interactions help many students. Groups are effective since one member of the group often already possesses the programming and/or the psychomotor skills. Since psychomotor problems, particularly in communication or speech, can cause both students and practicing engineers’ major difficulties, engineering professors should know what resources are available for help. The work will be mark according to the following items: aim and scope of the program, creativity, fellowship and ethical behavior, software design and implementation (to produce clear, reliable, understandable programs), Java programming elements used in the code, no errors execution code readability (comments, indentation...) and oral presentation. Furthermore students are also asked for marking other groups work, primarily creativity and utility. Evaluation is not something that only the professor should do. Students need to practice this skill since they will be expected to be able to evaluate as practicing engineers. This complete activity mark provides the 50% of the student grading.

3. Main results

Since 2005–06 the course is taught using two different methodologies: online (code 9122) and face-to-face format (code 9013). Face-to-face course has allocated two hours a week of class in a computer room and each student has a personal computer with a Java programming environment (JDK + NetBeans IDE) [27–28]. The methodology is eminently practical because every brief explanation of the theoretical contents is followed by the corresponding programming example and its computer validation. The student grade depends on the attendance rate (80% is enough to pass the course). In addition students can voluntarily develop an individual programming work at the end of the term to increase the barely pass grade.

Since 2010–11 both courses (face-to-face and online) were placed in the second semester (February to June) and a proficiency test (not for student grading) is performed at the end of the term in both courses (online and face-to-face) in order to carry out a comparative analysis. Furthermore, the questions in the test are the same every year to ensure consistency of results.

Students are aware of this (non-grading) test from the beginning of the course. The test lasts 30 minutes and consists of 20 short questions developed by the courses teachers. The students of the face-to-face take the exam during the last class (all students can make it together). The online course students take the test after the final teamwork presentation.

Table 1 summarizes the registration data, grades and efficiency rates obtained during the last three courses in the face-to-face course. Efficiency rate is defined as the ratio between the number of passed students and the total number of students enrolled in the course. Therefore this ratio takes in account the drop-out rate.

Table 2 summarizes the registration data, grades and efficiency rates obtained during the last three courses in the online course.

4. A performance comparison

Student learning performance in this online Java course is compared with the traditional face-to-face
Java Programming course. As stated before the measure tool for the performance is an ad-hoc proficiency test made by both, face-to-face and online, lecturers and taken by the students at the end of the course.

Three variables are used. The mark in the proficiency test, PT (not used for student grading), is the response variable and subject matter. The second one, PVSD, is a qualitative variable that represents the course methodology: 1 means face-to-face and 2 corresponds to online. The third variable represents the academic year the test was performed in. As test questions are the same for all the students and courses and all the academic years the temporal analysis of the last three years is fully coherent.

Table 3 shows the PT descriptive statistics for each course methodology:

We can see that the average PT in the online courses is higher (almost one point) than the face-to-face courses one. PT variability is smaller in the online courses. The same results are observed in Figs. 3 (PT histogram) and 4 (PT boxplot):

Experimental Designs technique is used to resolve if PvsD and year are statistically significant on the PT variable. Experimental Designs decompose the variability of response variable (PT) into contributions due to various factors (PvsD and year). The equation for the linear model is given by (1):

\[ y_{ijk} = \mu + \alpha_i + \beta_j + (\alpha\beta)_{ij} + u_{ijk} \]  

where:

\[ u_{ijk} \sim NID(0, \sigma) \text{ for } i = 1, 2, j = 1, 2, 3 \text{ and } k = \text{number of replicates} \]  

where \( y_{ijk} \) is the response (which is PT), \( \mu \) is a global effect, i.e., the average level of the response, \( \alpha_i \) is the main effect of the PvsD. It measures the increase/decrease of the average response for model \( i \) with respect to the average level, so

\[ \sum_{j=1}^{J} \beta_j = 0. \]  

\( (\alpha\beta)_{ij} \) measures the difference between the expected value of the response and the one computed using a model that does not include the interactions, with

\[ \sum_{i=1}^{I} \sum_{j=1}^{J} (\alpha\beta)_{ij} = 0. \]  

The inclusion of this term in the model, allows the possibility of the effect of factor “PvsD” on the response variable depending on the level of the other factor, in this case the “year”. The random effect, \( u_{ijk} \), includes the effect of all other causes.

The main objective is to test the significance of main effects and second order interactions, so the following tests are performed:

- \( H_0 : \alpha_1 = \alpha_2 = 0 \text{ vs } H_1 : \alpha_1 \text{ different to zero.} \)
- \( H_0 : \beta_1 = \beta_2 = \beta_3 = 0 \text{ vs } H_1 : \beta_j \text{ different to zero.} \)
- \( H_0 : \alpha_1\beta_1 = \alpha_2\beta_2 = \cdots = \alpha_3\beta_3 = 0 \text{ vs } H_1 : \text{any of the } (\alpha\beta)_{ij} \text{ different to zero.} \)
The structure of the Analysis of Variance table is shown in Table 4.

Data in Table 4 show that main effect (year) and second order interaction are not are statistically significant since their P-values are bigger than 0.05. As the F-value in the second-order interaction is less than 1, we can change to a block model. This model studies the effects of the factors on the response variable regardless interaction. The model is similar to the previous one but this model excludes the second order interaction between factors. The analysis of variance for this model is summarized in Table 5.

These data indicate that course methodology is statistically significant but not the academic year. The model diagnosis is suitable and meets the assumptions made in the model.

Figure 5 shows the intervals for the Average Proficiency Test Mark (APT) for each course. There is no overlap between the intervals and therefore there are significant differences between the APT of both courses methodologies. APT in online course is the bigger than in face-to-face one. These results agree with the ANOVA table.

The comparative analysis results indicate that outcomes are better in the online course.

Three possible reasons may tip the scale against the face-to-face course:

(a) The positive influence of the online course self-assessment system and its immediate feedback on the student performance.
(b) The positive influence of the teamwork activity as a mandatory task to pass the online course.
(c) The negative influence of the student class attendance as a sufficient activity to pass the face-to-face course.
(d) The negative influence of the NetBeans Java IDE (a very powerful tool but difficult to use for non-expert programmers) in the face-to-face classes.

5. Students and teachers opinion

At the end of the term students completed anonymous questionnaires, providing very interesting information and feedback about the courses methodologies. All students generally appreciated the experience of the Java programming courses as part of an engineer’s training curriculum and would recommend other students to enroll in both, face-to-face and online, courses.

Flexibility, instant feedback and e-platform ease of use, were seen as one of the major benefits for the online course students. Although primary interest of many students was not computing programming, according to the questionnaires results, 92% of them...
enjoyed the course and 89% of them thought that the new methodology is very useful for their future
life-long learning. On the other hand, some students had problems with their internet connection, the
English language or with the working groups. Overall comments were positive, so much so that the
majority would be pleased if a similar methodology were used in other future courses.

Figure 6 shows a summary of the students’ answers to the most relevant questions of the
online questionnaire fulfilled at the end of the term. Academic staff acceptance is also overwhel-
mingly positive (100%), showing that the system not only is very easy to manage but also has a very
intuitive interface and gives very useful feedback to students. Furthermore, teachers do not have to
correct programming exercises, and the system makes it easy to motivate, track, assess and grade
students.

6. Conclusions and future issues

In this paper we have analyzed and compared two methodologies with different activities and teaching-
learning tools. These activities and tools make easy that students understand and employ the basic
concepts exposed in a programming course and to achieve valuable soft skills (online learning, self-
assessment, teamwork…) for, especially, life-long learning. On the other hand these activities establish
a valuable pool of tools for an easy monitoring and assessment of the student learning process by the
course academic staff.

The use of online methodologies is viewed positively by students and tutors. Online students have a
great spatial and temporal flexibility to take courses. Furthermore, in this case study, they do not have to
install a programming environment locally on their home computers for training and practice purposes.
Online students achieve better results than students
with the face-to-face methodology. We consider that many typical online activities can be transferred
to traditional courses. Depending on the course characteristics, the academic staff can adopt a
different methodology/pool of activities approach.

The first future development task is to try to incorporate some online activities to other courses
taught in the Department of Control, Electronics and Computer Science. Although our focus was a
computer programming course, much of this work should be useful to teachers in other engineering and
technical disciplines.
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