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Abstract—In order to correctly evaluate semantic technologies, which have become widely adopted in recent years, we need to put evaluations under the scope of a unique software quality model. This paper presents a quality model for semantic technologies. First, some well-known software quality models are described, together with methods for extending them. Afterwards, a new method for extending quality models is proposed and it is then used to define a quality model for semantic technologies by extending the ISO 9126 quality model. Finally, the proposed model is validated by analyzing existing semantic technology evaluations.

I. INTRODUCTION

Software product quality has become an important concern in almost every domain or technology, and the specification and evaluation of quality during the software development process is of crucial importance for obtaining high quality software [1].

Quality models provide the basis for software evaluation and give a better insight of the characteristics that influence software quality by specifying a consistent terminology for software quality and by providing guidance for its measurement. Nevertheless, in order to use a quality model in a specific domain, it usually has to be extended to include the particularities of such domain.

Various methods for extending quality models have been proposed in the literature. They all follow a top-down approach, starting from general characteristics to concrete measures; for some cases, however, a bottom-up approach would be more effective as is the case of those which have many of evaluations to extract the quality model.

An example of this occurs in the semantic technology field. Semantic technologies provide new ways to express in machine processable formats knowledge and data that can be exploited by software agents. We have seen an exponential growth of semantic technologies in recent years and multiple evaluations of such technologies have been proposed, from general evaluation frameworks [2] to tool-specific evaluations [3], [4] and even characteristic-specific evaluations [5].

However, it is very difficult to compare semantic technologies because of the different evaluation characteristics used. Furthermore, there is no consistent terminology for describing the quality of semantic technologies, and available software quality models do not specify the quality characteristics specific to them.

This paper describes a bottom-up approach for specifying a software quality model by extending an existing one. Using this approach, we have defined a quality model for semantic technologies, starting from real semantic technology evaluations and extending the ISO 9126 quality model.

Clearly, during the definition of the quality model not every available evaluation can be taken into account. To validate and complete the quality model, we have performed a literature review over those semantic technology evaluations presented in the most relevant conferences in the semantic research field.

The reminder of this paper is organized as follows. Section II gives an overview of existing software quality models. Section III describes top-down methods for extending software quality models, while Section IV presents the bottom-up method that we have defined. Section V describes how we have applied such method to define a quality model for semantic technologies. Section VI presents the validation of the quality model and, finally, Section VII draws some conclusions and includes ideas for future work.

II. REVIEW OF SOFTWARE QUALITY MODELS

Various software quality models have been described in the literature: McCall’s model, Boehm’s model, ISO 9126 model, and SQuaRE model. This section describes the models most used and identifies their main elements.

ISO 9126’s Model. The International Organization for Standardization (ISO) identified the need for a unique and complete software quality standard and, therefore, produced the ISO 9126 standard for software quality [6]. The ISO 9126 standard defines three types of quality: internal quality, external quality, and quality in use.

Six main software quality characteristics for external and internal quality are specified: functionality, reliability, usability, efficiency, maintainability, and portability, all of which are further decomposed into sub-characteristics that are manifested externally when the software is used and are the result of internal software attributes [6]. The standard also provides the internal and external measures for sub-characteristics.
Regarding quality in use, the model proposes four characteristics: effectiveness, productivity, safety, and satisfaction.

The ISO 9126 standard gives a complete view of software quality with evaluation criteria and definitions of every software characteristic and sub-characteristic. Some authors also suggest that according to the nature of the product itself some new sub-characteristics can be added, the definitions of existing ones changed, or some sub-characteristics can be eliminated from the model [7].

However, as pointed out in [8], some practical problems with ISO 9126 arise, namely, the ambiguity in metric definitions and usability interpretation. Furthermore, the authors argue that the number of attributes and measures are missing, that some characteristics are too abstract, and that the standard itself is open to interpretations, which, according to the authors, questions its purpose.

SQuaRE’s Model. Because of advances in technologies and changes of users’ needs over time, some problems and issues have arisen with the ISO 9126 standard. Therefore, it is currently being redesigned and has been renamed SQuaRE (System and software Quality Requirements and Evaluation). At the time of writing this paper, the parts of the SQuaRE standard related to the quality model and evaluations are still under development (ISO 25010 and ISO 25040 respectively) and their final versions will be published during 2011.

As a summary of this section, Table I presents the elements of the quality models mentioned. In our work, and in the rest of the paper, we have adopted the terminology of the ISO 9126 standard.

### Table I: Elements of mentioned quality models.

<table>
<thead>
<tr>
<th>Structure/Model</th>
<th>McCall</th>
<th>Boehm</th>
<th>ISO 9126</th>
</tr>
</thead>
<tbody>
<tr>
<td>First level</td>
<td>Factor</td>
<td>High Level Characteristic</td>
<td>Characteristic</td>
</tr>
<tr>
<td>Second level</td>
<td>Criteria</td>
<td>Primitive Characteristic</td>
<td>Sub-characteristic</td>
</tr>
<tr>
<td>Third level</td>
<td>Metrics</td>
<td>Metrics</td>
<td>Measures</td>
</tr>
<tr>
<td>Relationships between entities</td>
<td>Factor-Metric</td>
<td>/</td>
<td>Measure-Measure</td>
</tr>
</tbody>
</table>

III. Approaches for Extending Software Quality Models

Existing software quality models (e.g., the ISO 9126 one) provide insight into characteristics that are general and common for almost every type of software. However, different types of software products have characteristics which are specific to them and, therefore, the actual application of software quality models usually requires reusing an existing quality model and extending it for a specific software product or domain.

To this end, starting from a certain quality model, its quality characteristics and sub-characteristics should be adapted according to the nature of the domain by excluding those out of scope, redefining others, and introducing new ones.

Some authors have proposed software quality models for various types of applications: B2B [1], mail servers [9], web-based applications [10], e-learning systems [11], and ERP systems [7]. All those authors have used the ISO 9126 standard as the basis software quality model, and have extended it to fit their particular domain.

Software quality model extensions can be performed following two main approaches [12]:

- A **top-down** approach that starts from the quality characteristics and continues towards the quality measures.
- A **bottom-up** approach that starts from the quality measures and defines the quality sub-characteristics that are related to each specific measure.

Franch and Carvallo proposed a method based on a top-down approach for customizing the ISO 9126 quality model [13]. After defining and analyzing the domain, their method proposes six steps:

1. **To determine quality sub-characteristics.** In this first step, according to the domain, some new quality sub-characteristics are added while other are excluded, or their definitions are changed.
2. **To define a hierarchy of sub-characteristics.** If needed, sub-characteristics are further decomposed according to some criteria.
3. **To decompose sub-characteristics into attributes.** In this step, abstract sub-characteristics are decomposed into more concrete concepts that refer to some particular software attribute (i.e., observable feature).
4. **Decomposing derived attributes into basic ones.** Attributes not directly measurable are further decomposed into basic ones.
5. **To state relationships between quality entities.** Relationships between quality entities are explicitly defined. Three possible types of relationships are identified: a) **collaboration** means that increasing the value of one entity implies increasing the value of another entity; b) **damage** means that increasing the value of one entity implies decreasing the value of another entity; and c) **dependency** implies that some values of one entity require that another entity fulfills some conditions.
6. **To determine metrics for attributes.** To be able to compare and evaluate quality, it is necessary to define metrics for all attributes in the model.

In building their quality model for B2B applications, Behkamal et al. proposed a method to customize the ISO 9126 quality model in five steps [1]. The main difference with the previous method is that in Behkamal’s approach the quality characteristics are ranked by experts; thus, the experts should provide weights for all quality characteristics and sub-characteristics and these weights are later used to establish their importance, which can be time consuming and resource demanding. Besides, Behkamal’s approach does not contemplate defining relationships between quality entities.

IV. A BOTTOM-UP APPROACH FOR EXTENDING SOFTWARE QUALITY MODELS

The approaches presented in the previous section follow a top-down approach and, at the time of writing this paper,
we have not found any example of a bottom-up approach in the literature. However, there are scenarios where it would be convenient to base on real practices the extension of the quality model because of the existence of a significant body of software evaluations and evaluation results (as in the case of the semantic technology field).

In our approach, evaluation results are used as the starting point from which the quality measures, sub-characteristics, and characteristics are specified.

The method for extending a software quality model consists in performing the following six consecutive steps:

1) **To identify basic measures.** The output of evaluating a software product with some input data (i.e., executing a test case) allows identifying the basic measures of a certain evaluation execution.

2) **To identify derived measures.** Basic measures can be combined to obtain derived ones, which are also related to one particular evaluation execution (i.e., test case).

3) **To identify quality measures.** Quality measures are measures related to a whole evaluation (i.e., multiple test cases using different input data) and are obtained by the aggregation of basic and derived measures.

4) **To specify relationships between measures.** In this step, the alignment with an existing quality model is established; i.e., the software quality sub-characteristics are specified. Furthermore, it is not necessary that every quality sub-characteristic has only one measure that determines it, but rather a set of measures. Finally, if needed, some quality sub-characteristics can be combined into more general ones.

5) **To define domain-specific quality sub-characteristics.** Every software product from a particular domain has some sub-characteristics that are different from other software products and those sub-characteristics, together with more generic ones, should be identified and precisely defined. Every quality measure provides some information about one or several software sub-characteristics; therefore, based on the software quality measures defined in the previous step, software quality sub-characteristics are specified. Furthermore, it is not necessary that every quality sub-characteristic has only one measure that determines it, but rather a set of measures. Finally, if needed, some quality sub-characteristics can be combined into more general ones.

6) **To align quality sub-characteristics with a quality model.** In this step, the alignment with an existing quality model is established; i.e., the software quality sub-characteristics that have been previously defined are related to others already specified in the existing model. Depending on the domain and nature of the software product, some new quality characteristics can be specified, or existing ones can be modified or excluded.

V. DEFining A QUALITY Model FOR SEMANTIC TECHNOLOGIES

This section describes the definition of a software quality model in the domain of semantic technologies by following the bottom-up method presented in the previous section.

A. Identifying Basic Measures

The starting point for defining software quality measures has been the set of evaluation results obtained in the SEALS project\(^1\), which has produced evaluation results for different types of semantic technologies (ontology engineering tools [15], reasoning systems [16], ontology matching tools [17], semantic search tools [18], and semantic web service tools [19]).

For each type of technology, different evaluation scenarios were defined, using each of them different test data as input. In this step we identified the basic measures of each evaluation scenario (i.e., those outputs directly produced by the software during the evaluation).

Due to space reasons, we cannot present details about all evaluation scenarios. Therefore, we just present the outcomes of each step for one concrete scenario, that of evaluating the conformance of ontology engineering tools.

Different test suites are used for evaluating the conformance of ontology engineering tools, which are composed of different test cases each containing

- **Origin ontology**. The ontology to be used as input.
- **Final ontology**. The ontology that is produced by the tool when importing and exporting the origin ontology.
- **Execution Problem**. Whether there were any execution problems in the tool when importing and exporting the origin ontology.

B. Identifying Derived Measures

Based on the test data and the basic measures of one test execution, the following derived measures were specified:

- **Information added**. The information added to the origin ontology after importing and exporting it.
- **Information lost**. The information lost from the origin ontology after importing and exporting it.

\(^1\)http://www.seals-project.eu
• Structurally equivalent. Whether the origin ontology and the final one are structurally equivalent.
• Semantically equivalent. Whether the origin ontology and the final one are semantically equivalent.
• Conformance. Whether the ontology has been imported and exported correctly with no addition or loss of information.

C. Identifying Quality Measures

From the derived measures in the conformance scenario, the following quality measures were obtained:
• Ontology language component support. Whether the tool fully supports an ontology language component.
• Ontology language component coverage. The ratio of ontology components that are shared by a tool internal model and an ontology language model.
• Ontology information persistence. The ratio of information additions or losses when importing and exporting ontologies.
• Execution errors. The ratio of tool execution errors when importing and exporting ontologies.

Similarly to the example of the conformance evaluation presented above, we have defined measures for the other types of tools. Table II summarizes the results obtained.

TABLE II: Number of measures obtained for semantic technologies.

<table>
<thead>
<tr>
<th>Tool/Measure</th>
<th>Basic</th>
<th>Derived</th>
<th>Quality</th>
</tr>
</thead>
<tbody>
<tr>
<td>Ontology engineering tools</td>
<td>7</td>
<td>20</td>
<td>8</td>
</tr>
<tr>
<td>Ontology matching tools</td>
<td>4</td>
<td>3</td>
<td>4</td>
</tr>
<tr>
<td>Reasoning systems</td>
<td>7</td>
<td>0</td>
<td>8</td>
</tr>
<tr>
<td>Semantic search tools</td>
<td>12</td>
<td>11</td>
<td>21</td>
</tr>
<tr>
<td>Semantic web service tools</td>
<td>5</td>
<td>10</td>
<td>11</td>
</tr>
<tr>
<td>Total</td>
<td>27</td>
<td>40</td>
<td>50</td>
</tr>
</tbody>
</table>

D. Specifying Relationships Between Measures

We have identified the relationships between measures in a formal way by defining the formulas used for obtaining derived and quality measures.

For example, the formula for the Information added derived measure calculates the structural difference between the origin and final ontologies:

\[ \text{Final ontology } - \text{Origin ontology} \]

Similarly, the formula for the Execution errors quality measure calculates the percentage of tests with execution problems:

\[ \frac{\# \text{ tests where Execution problem } = \text{true}}{\# \text{ tests}} \times 100 \]

E. Defining Domain-Specific Quality Sub-characteristics

In this step, from the quality measures previously identified, we defined the set of quality sub-characteristics that are affected by those measures. In some cases we were able to reuse existing quality sub-characteristics but, in others, we had to define domain-specific ones.

In the conformance evaluation scenario, based on the measures and analysis presented above, we have identified three quality sub-characteristics:
• Ontology language model conformance. The degree to which the knowledge representation model of a software product adheres to the knowledge representation model of an ontology language. It can be measured with two different quality measures: Ontology language component coverage, and Ontology language component support.
• Ontology processing accuracy. The accuracy of the process of importing and exporting ontologies. It can be measured with Ontology information persistence.
• Ontology processing robustness. The ability of the software product to process ontologies correctly in the presence of invalid inputs or stressful environmental conditions. It can be measured with Execution errors.

Fig. 2 presents the basic measures, derived measures, quality measures, and quality characteristics of the conformance evaluation for ontology engineering tools.

In total, we have identified twelve semantic quality sub-characteristics. Three of them are those described for the conformance evaluation and the others are the following:
• Ontology language interoperability. The degree to which the software product can interchange ontologies and use the ontologies that have been interchanged.
• Reasoning accuracy. The accuracy of the reasoning process.
• Ontology alignment accuracy. The accuracy of the matching process.
• Semantic search accuracy. The accuracy of the semantic search process.
• Semantic web service discovery accuracy. The accuracy of the process of finding services that can be used to fulfill a given requirement from the service requester.
• Ontology interchange accuracy. The accuracy of the interchange of ontologies between tools.
• Ontology processing time behaviour. The capability of the software product to provide appropriate response and processing times when working with ontologies.
• Reasoning time behaviour. The capability of the software product to provide appropriate response and processing times when performing reasoning tasks.
• Semantic search time behaviour. The capability of the software product to provide appropriate response and processing times when performing search tasks.

Apart from these domain-specific quality sub-characteristics, we have identified the following general ones: Operability, Productivity, and Satisfaction.

Finally, we have also identified those sub-characteristics that are contained into others (e.g., Reasoning time behaviour is a sub-characteristic of Ontology processing time behaviour).

F. Aligning Quality Sub-Characteristics with a Quality Model

As ISO 9126 has been used by a number of authors, as mentioned in Section III, we have also adopted it for constructing the quality model for semantic technologies.
In the previous step we have identified the set of quality sub-characteristics specific for semantic technologies. In this step, all the identified sub-characteristics were properly assigned to the ones that already existed in the ISO 9126 quality model.

For instance, *Ontology language model conformance* is defined as a sub-characteristic of *Functionality compliance* (i.e., the capability of the software product to adhere to standards, conventions or regulations in laws and similar prescriptions relating to functionality).

**VI. QUALITY MODEL VALIDATION**

Since we started from a specific set of evaluations in order to define the quality model for semantic technologies, we performed a literature review to validate the quality model and to complete it if needed. The review was performed according to the procedures described in [20] and, due to space reasons, we will only present the final results.

We have analysed the proceedings of the two most relevant conferences in the semantic area: the International Semantic Web Conference (nine editions) and the European Semantic Web Conference (seven editions) to identify those publications that deal with semantic technology evaluation. We focused on publications that describe evaluation methods or suggest measures for evaluation as well as on publications that suggest new algorithms (e.g., for reasoning or semantic web service discovery) that are also evaluated.

In total, we have analysed fifty seven publications. Table III shows an overview of this analysis including, for each type of semantic technology, the evaluation measures used. Every evaluation measure is classified according to the quality sub-characteristics that our model describes and the number of occurrences is shown in brackets.

From the analysis we can observe that the quality model that we have proposed is quite complete regarding current semantic technology evaluations. Almost all the measures described in the publications fit the quality characteristics that our model describes. However, some measures found did not fit our model, and therefore we have defined new quality characteristics for them. These are

- *Semantic web service time behaviour*. The capability of the software product to provide appropriate response and processing times when performing semantic web service discovery tasks.

![Fig. 3: An overview of the quality model for semantic technologies after completing it during the validation.](image)

**VII. CONCLUSIONS AND FUTURE WORK**

This paper presents a new method for extending software quality models, which is based on a bottom-up approach. It starts from existing evaluations and continues defining quality measures and quality sub-characteristics, which are aligned with an existing quality model.

In practice, the quality model to be extended is taken into account from the beginning of the method, even if the alignment to such quality model is the last step of the method. Therefore, it seems natural to follow a hybrid approach, which combines the bottom-up and top-down approaches, and a future extension of the method should also cover this approach.

We have used the method for defining a quality model for semantic technologies, which extends the ISO 9126 software quality model. Such quality model can provide a framework for the evaluation and comparison of semantic technologies.
Although some problems with ISO 9126 have been identified (as described in [8]), we have introduced quality measures specific to semantic technologies, and we have also specified functions for all derived and quality measures, which result in reducing ambiguities in our model. Furthermore, we can note that our quality model is easily extensible and that new quality measures or characteristics can be easily introduced and categorized, as shown during the validation process.

During such validation, we have concentrated only on the most relevant conferences in the semantic field. In order to get more complete results, we plan to extend our analysis to other conferences, as well as to relevant journals. This will help us to further extend and validate the model.

The ISO 9126 standard is being replaced by the SQaRE standard; when the SQaRE software quality model becomes available, the proposed quality model for semantic technologies will be adapted to it.

A future use of the proposed quality model, based on the evaluation results that are being obtained in the SEALS project, is to build a recommendation system for semantic technologies that will allow extracting semantic technology roadmaps. Such a system will provide users with guidance and recommendation of the semantic technologies that better suit their needs.
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